Python Set

A Python set is the collection of the unordered items. Each element in the set must be unique, immutable, and the sets remove the duplicate elements. Sets are mutable which means we can modify it after its creation.

Unlike other collections in Python, there is no index attached to the elements of the set, i.e., we cannot directly access any element of the set by the index. However, we can print them all together, or we can get the list of elements by looping through the set.

Creating a set

The set can be created by enclosing the comma-separated immutable items with the curly braces {}. Python also provides the set() method, which can be used to create the set by the passed sequence.

Example 1: Using curly braces

1. Days = {"Monday", "Tuesday", "Wednesday", "Thursday", "Friday", "Saturday", "Sunday"}
2. **print**(Days)
3. **print**(type(Days))
4. **print**("looping through the set elements ... ")
5. **for** i **in** Days:
6. **print**(i)

**Output:**

{'Friday', 'Tuesday', 'Monday', 'Saturday', 'Thursday', 'Sunday', 'Wednesday'}

<class 'set'>

looping through the set elements ...
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Example 2: Using set() method

1. Days = set(["Monday", "Tuesday", "Wednesday", "Thursday", "Friday", "Saturday", "Sunday"])
2. **print**(Days)
3. **print**(type(Days))
4. **print**("looping through the set elements ... ")
5. **for** i **in** Days:
6. **print**(i)

**Output:**

{'Friday', 'Wednesday', 'Thursday', 'Saturday', 'Monday', 'Tuesday', 'Sunday'}

<class 'set'>

looping through the set elements ...
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It can contain any type of element such as integer, float, tuple etc. But mutable elements (list, dictionary, set) can't be a member of set. Consider the following example.

1. # Creating a set which have immutable elements
2. set1 = {1,2,3, "JavaTpoint", 20.5, 14}
3. **print**(type(set1))
4. #Creating a set which have mutable element
5. set2 = {1,2,3,["Javatpoint",4]}
6. **print**(type(set2))

**Output:**

<class 'set'>

Traceback (most recent call last)

<ipython-input-5-9605bb6fbc68> in <module>

4

5 #Creating a set which holds mutable elements

----> 6 set2 = {1,2,3,["Javatpoint",4]}

7 print(type(set2))

TypeError: unhashable type: 'list'

In the above code, we have created two sets, the set **set1** have immutable elements and set2 have one mutable element as a list. While checking the type of set2, it raised an error, which means set can contain only immutable elements.

Creating an empty set is a bit different because empty curly {} braces are also used to create a dictionary as well. So Python provides the set() method used without an argument to create an empty set.

1. # Empty curly braces will create dictionary
2. set3 = {}
3. **print**(type(set3))
5. # Empty set using set() function
6. set4 = set()
7. **print**(type(set4))

**Output:**

<class 'dict'>

<class 'set'>

Let's see what happened if we provide the duplicate element to the set.

1. set5 = {1,2,4,4,5,8,9,9,10}
2. **print**("Return set with unique elements:",set5)

**Output:**

Return set with unique elements: {1, 2, 4, 5, 8, 9, 10}

In the above code, we can see that **set5** consisted of multiple duplicate elements when we printed it remove the duplicity from the set.

Adding items to the set

Python provides the **add()** method and **update()** method which can be used to add some particular item to the set. The add() method is used to add a single element whereas the update() method is used to add multiple elements to the set. Consider the following example.

Example: 1 - Using add() method

1. Months = set(["January","February", "March", "April", "May", "June"])
2. **print**("\nprinting the original set ... ")
3. **print**(months)
4. **print**("\nAdding other months to the set...");
5. Months.add("July");
6. Months.add ("August");
7. **print**("\nPrinting the modified set...");
8. **print**(Months)
9. **print**("\nlooping through the set elements ... ")
10. **for** i **in** Months:
11. **print**(i)

**Output:**

printing the original set ...

{'February', 'May', 'April', 'March', 'June', 'January'}

Adding other months to the set...

Printing the modified set...

{'February', 'July', 'May', 'April', 'March', 'August', 'June', 'January'}

looping through the set elements ...
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To add more than one item in the set, Python provides the **update()** method. It accepts iterable as an argument.

Consider the following example.

Example - 2 Using update() function

1. Months = set(["January","February", "March", "April", "May", "June"])
2. **print**("\nprinting the original set ... ")
3. **print**(Months)
4. **print**("\nupdating the original set ... ")
5. Months.update(["July","August","September","October"]);
6. **print**("\nprinting the modified set ... ")
7. **print**(Months);

**Output:**

printing the original set ...

{'January', 'February', 'April', 'May', 'June', 'March'}

updating the original set ...

printing the modified set ...

{'January', 'February', 'April', 'August', 'October', 'May', 'June', 'July', 'September', 'March'}

Removing items from the set

Python provides the **discard()** method and **remove()** method which can be used to remove the items from the set. The difference between these function, using discard() function if the item does not exist in the set then the set remain unchanged whereas remove() method will through an error.

Consider the following example.

Example-1 Using discard() method

1. months = set(["January","February", "March", "April", "May", "June"])
2. **print**("\nprinting the original set ... ")
3. **print**(months)
4. **print**("\nRemoving some months from the set...");
5. months.discard("January");
6. months.discard("May");
7. **print**("\nPrinting the modified set...");
8. **print**(months)
9. **print**("\nlooping through the set elements ... ")
10. **for** i **in** months:
11. **print**(i)

**Output:**

printing the original set ...

{'February', 'January', 'March', 'April', 'June', 'May'}

Removing some months from the set...

Printing the modified set...

{'February', 'March', 'April', 'June'}

looping through the set elements ...

February

March

April

June

Python provides also the **remove()** method to remove the item from the set. Consider the following example to remove the items using **remove()** method.

Example-2 Using remove() function

1. months = set(["January","February", "March", "April", "May", "June"])
2. **print**("\nprinting the original set ... ")
3. **print**(months)
4. **print**("\nRemoving some months from the set...");
5. months.remove("January");
6. months.remove("May");
7. **print**("\nPrinting the modified set...");
8. **print**(months)

**Output:**

printing the original set ...

{'February', 'June', 'April', 'May', 'January', 'March'}

Removing some months from the set...

Printing the modified set...

{'February', 'June', 'April', 'March'}

We can also use the pop() method to remove the item. Generally, the pop() method will always remove the last item but the set is unordered, we can't determine which element will be popped from set.

Consider the following example to remove the item from the set using pop() method.

1. Months = set(["January","February", "March", "April", "May", "June"])
2. **print**("\nprinting the original set ... ")
3. **print**(Months)
4. **print**("\nRemoving some months from the set...");
5. Months.pop();
6. Months.pop();
7. **print**("\nPrinting the modified set...");
8. **print**(Months)

**Output:**

printing the original set ...

{'June', 'January', 'May', 'April', 'February', 'March'}

Removing some months from the set...

Printing the modified set...

{'May', 'April', 'February', 'March'}

In the above code, the last element of the **Month** set is **March** but the pop() method removed the **June and January** because the set is unordered and the pop() method could not determine the last element of the set.

Python provides the clear() method to remove all the items from the set.

Consider the following example.

1. Months = set(["January","February", "March", "April", "May", "June"])
2. **print**("\nprinting the original set ... ")
3. **print**(Months)
4. **print**("\nRemoving all the items from the set...");
5. Months.clear()
6. **print**("\nPrinting the modified set...")
7. **print**(Months)

**Output:**

printing the original set ...

{'January', 'May', 'June', 'April', 'March', 'February'}

Removing all the items from the set...

Printing the modified set...

set()

Difference between discard() and remove()

Despite the fact that **discard()** and **remove()** method both perform the same task, There is one main difference between discard() and remove().

If the key to be deleted from the set using discard() doesn't exist in the set, the Python will not give the error. The program maintains its control flow.

On the other hand, if the item to be deleted from the set using remove() doesn't exist in the set, the Python will raise an error.

Consider the following example.

Example-

1. Months = set(["January","February", "March", "April", "May", "June"])
2. **print**("\nprinting the original set ... ")
3. **print**(Months)
4. **print**("\nRemoving items through discard() method...");
5. Months.discard("Feb"); #will not give an error although the key feb is not available in the set
6. **print**("\nprinting the modified set...")
7. **print**(Months)
8. **print**("\nRemoving items through remove() method...");
9. Months.remove("Jan") #will give an error as the key jan is not available in the set.
10. **print**("\nPrinting the modified set...")
11. **print**(Months)

**Output:**

printing the original set ...

{'March', 'January', 'April', 'June', 'February', 'May'}

Removing items through discard() method...

printing the modified set...

{'March', 'January', 'April', 'June', 'February', 'May'}

Removing items through remove() method...

Traceback (most recent call last):

File "set.py", line 9, in

Months.remove("Jan")

KeyError: 'Jan'

Python Set Operations

Set can be performed mathematical operation such as union, intersection, difference, and symmetric difference. Python provides the facility to carry out these operations with operators or methods. We describe these operations as follows.

Union of two Sets

The union of two sets is calculated by using the pipe (|) operator. The union of the two sets contains all the items that are present in both the sets.
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Consider the following example to calculate the union of two sets.

**Example 1: using union | operator**

1. Days1 = {"Monday","Tuesday","Wednesday","Thursday", "Sunday"}
2. Days2 = {"Friday","Saturday","Sunday"}
3. **print**(Days1|Days2) #printing the union of the sets

**Output:**

{'Friday', 'Sunday', 'Saturday', 'Tuesday', 'Wednesday', 'Monday', 'Thursday'}

Python also provides the **union()** method which can also be used to calculate the union of two sets. Consider the following example.

**Example 2: using union() method**

1. Days1 = {"Monday","Tuesday","Wednesday","Thursday"}
2. Days2 = {"Friday","Saturday","Sunday"}
3. **print**(Days1.union(Days2)) #printing the union of the sets

**Output:**

{'Friday', 'Monday', 'Tuesday', 'Thursday', 'Wednesday', 'Sunday', 'Saturday'}

Intersection of two sets

The intersection of two sets can be performed by the **and &** operator or the **intersection() function**. The intersection of the two sets is given as the set of the elements that common in both sets.
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Consider the following example.

**Example 1: Using & operator**

1. Days1 = {"Monday","Tuesday", "Wednesday", "Thursday"}
2. Days2 = {"Monday","Tuesday","Sunday", "Friday"}
3. **print**(Days1&Days2) #prints the intersection of the two sets

**Output:**

{'Monday', 'Tuesday'}

**Example 2: Using intersection() method**

1. set1 = {"Devansh","John", "David", "Martin"}
2. set2 = {"Steve", "Milan", "David", "Martin"}
3. **print**(set1.intersection(set2)) #prints the intersection of the two sets

**Output:**

{'Martin', 'David'}

**Example 3:**

1. set1 = {1,2,3,4,5,6,7}
2. set2 = {1,2,20,32,5,9}
3. set3 = set1.intersection(set2)
4. **print**(set3)

**Output:**

{1,2,5}

The intersection\_update() method

The **intersection\_update()** method removes the items from the original set that are not present in both the sets (all the sets if more than one are specified).

The **intersection\_update()** method is different from the intersection() method since it modifies the original set by removing the unwanted items, on the other hand, the intersection() method returns a new set.

Consider the following example.

1. a = {"Devansh", "bob", "castle"}
2. b = {"castle", "dude", "emyway"}
3. c = {"fuson", "gaurav", "castle"}
5. a.intersection\_update(b, c)
7. **print**(a)

**Output:**

{'castle'}

Difference between the two sets

The difference of two sets can be calculated by using the subtraction (-) operator or **intersection()** method. Suppose there are two sets A and B, and the difference is A-B that denotes the resulting set will be obtained that element of A, which is not present in the set B.
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Consider the following example.

**Example 1 : Using subtraction ( - ) operator**

1. Days1 = {"Monday",  "Tuesday", "Wednesday", "Thursday"}
2. Days2 = {"Monday", "Tuesday", "Sunday"}
3. **print**(Days1-Days2) #{"Wednesday", "Thursday" will be printed}

**Output:**

{'Thursday', 'Wednesday'}

**Example 2 : Using difference() method**

1. Days1 = {"Monday",  "Tuesday", "Wednesday", "Thursday"}
2. Days2 = {"Monday", "Tuesday", "Sunday"}
3. **print**(Days1.difference(Days2)) # prints the difference of the two sets Days1 and Days2

**Output:**

{'Thursday', 'Wednesday'}

Symmetric Difference of two sets

The symmetric difference of two sets is calculated by ^ operator or **symmetric\_difference()** method. Symmetric difference of sets, it removes that element which is present in both sets. Consider the following example:

![Python Set](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAcUAAAEbCAIAAAAklwiMAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAB7eSURBVHhe7Z2/jxRXuoanI5MwPxJWIDFuAnCAkWbFJKCRaIvERkZqOTAQuZEYyxm9gO7NZs2Gi0QTEqxppEt2EYPDa11mNrveDejsOptO9ob2/AW7vm/PVy6K6ume7pnTVV9VPY9eoaanf1TXV+c933fOqaq5XwEAIAT4KQBAGPBTAIAw4KcAAGHATwEAwoCfAgCEAT8FAAgDfgoAEAb8FAAgDPgpAEAY8FMAgDDgpwAAYcBPAQDCgJ8CAIQBPwUACAN+CgAQBvwUACAM+CkAQBjwUwCAMEzqp9vb238EAKgSW1tbkQNOxqR+qo9uNBr2HQAApeeTTz7Z2Nj417/+FZngBEzhpyL6DwBA2fn2229levgpAMBRwU8BAMKAnwIAhAE/BQAIA34KABAG/BQAIAz4KQBAGPBTAIAw4KcAAGHATwEAwuDCT7e3t+fm5vRv9P/faOwR/QcAwDf4KQBAGPBTAIAw4KcAAGHATwEAwoCfAgCEAT8FAAgDfgoAEAbvftpsNqP/AAD4xoWfCvlpu92O/rPH7u6unpz8EwAA8sWLnyoPXVxc7PV60f9//bXVaslP+/1+9H8AAN948VP5pvxUKEvVu1Tpy0y73W70ZwAA93jxU6ECv9Pp7E1BNeSqw8OpAACeceSnAACFBj8FAAgDfgoAEAb8FAAgDPhpFdnd3d0eS/Q6AJgG/LS09Pt9OaNFwVZNLC4uzk1JvV7XG5vNpj6k0+noA+XF0RdAUCxe+8Iq7KKAn5aHXq8ny2u1WnLAyA7n5k6eXrh4afnmndX1+2v3Hl59+vKW6e//9++j9OandvwyvUv6/MsL+pDj8x/YZ8qX9RXtdrvb7dLUJ8fKAu00tQsL08rKiu3SydFb6OHcgp8WGzUn7eTYQGV5Mj454KPvvnjxw+2UUQaRTHajc00GrS+yL5W9qnmrbSdPbwOhzkbuqY5HAYqLA4vRlU/PWl+lSFnXNSZe+pO9RrJ36e30cA7BT4uH8hE1GztDV21JGajyR3nc9z9+k2qHGUhNXWmvmre17Xq9rsxrc3Mz2tbqYVVCHB0h41P3owDJDVN7L4j0sfRwTsBPC4PZaFwhysLy8tBRkrcqdTp3/oQ16UoZq36pfq+6E/12dS2KjrqZGZUI4zWqh2NYIAPw0wJg2ag1VKWiqhBTTcib5PJq0kljLWuiZDZqqah+r7qTXDx0lMxbLRBCR5GOJYx1duCnfun3++1229qqZaNvfmqnGoxzmbGePL2gn6DMujSN+a9//Wtsow4LhWHpyNFGalO1wdbDbbMqbgbgpx7RsR4npEp5nLfVSfT05S1l1taY1UkUdM5EnUGn07GiXkmfuorChUbGGmes+iGPHz8mXQ0IfuoLOalN1uuIV0KRagxFlxqzugcb11OKVCBX1aZaQmpDLq6K+sNJP0E/RD/H0tWdnZ3op8IRwE+9EDvpxUvLM5oI9iN1FTYI4N9VzUm1qdpgdQaFG3IZL0tXLRYqiba2tqKfDYcCP82fSjlpUs5dVZtkcdFGlq9WSGkQi+VBLPSTcdVDg5/miVqsjZNWzUmTMldV1amjxclYXjInLb2TJqWD8NSeq+qwZATgEOCn+SDj0M6pYIvdV/G4ar1ez3fJKnGR4lz17t27v/zyS7RrYALw0xxQgS/jsLn71KFcZX3/4ze2oEclZy7l//Pnz23GibhI9x5ePb4wmK16/PhxtIPgIPDTTFH6Exf4JVgFNQup5LTyv9PpRHtt9sRDpZ9/eaFkM05HkXbFzfVV7ZaVlZW3b99GOwtGg59mh9JSS3/8n+CUrwbN+M6gGWeTqKoN6LvOnT9R2SHs8dJu+ejjwXrVjY2NaJfBCPDTLFBa2m63dUSqniX9mVBxotqd2W3De72eXQ+BAv9ArT9Ym6uRqB4AfjpzrNEqLb338GrqGEXjpb7HzqpqtVrBp/6fPHkis1ZaWoLF+dlIO8oSVUZUR4GfzhblVjTaI2qjc029kfqkUBdViUexb95ZTX0XOlBfP1ir1QZDMUz9D4OfzhCr8ZniOLrUG6lPUs909NVUMmVbXMEo9qH19OWt+b2pf2r/FPjpTFAGZPPF1PihFNf+Rzmonj9/rk+QNbO44ohSOFYvDy5f/ezZs2jnAn46C/r9vg2YMl8cXOv319SGW61WtK+n4Q9/+IPeK1NOfSY6tG6tr87V5r766qtoF1ce/DQwKicZMJ2p4uHUyWeo4gFTTkULLu1ShlNj8NOQxGbKgOlMpb5qckvVaygXZiqFY35hEA4sFT8NRrfbVQZ08dIyZpqBJrTUeLFaXuWCvlf9qw4MQ1uiI+Tew6vZHCRKHq/s3Qn18y8vzLQ70c88tTxYLFzxGSr8NAxmpozNZanvf/zGJv1HraOKy4UcZ5/kYnO1wbSkHkgyOJtVk7H+x3/N1uJXLy+fPL1w887q+v01PdCX/vkvM1zSoB7io48H4aiypeKnAfBgpmqo1mYMPbb7GqVeNjupOck1svxGSV86ylKdjL2Ynz79z/dyQyuQFaO//ePdk8Glb0n+duWP2hsz/UYsFT89Kk4yU5v4tiRIkrWpytMzGRiKPl/froRLX6cvTf111tK36zfW6/Vk4e/ETKV9/dSer9XezY/pv3YDffWC8cJYPdCOTf4E29XxC/R2K+cnGUCwE0b/9o9/Sz0fVtqMKlsqfnokrN16KPPNT1NPqr1l4/VKtfRdatjZ+6mkNqwNiMdS/ZipNMpPJaWoFhptpx5bYa4dqJA92ivM5Zvy3HvfvlvCPAioXPjxwIVvrq+qD7N3TZJ43tp7/UzzU1OVLRU/PTzWbnNxkGHt66eSPR8PIKpBqg1rm/VvPEWj7Eayxyb9SW+0F6h5WLZ74ACCXpPX3tCmyixkqa7MVBrjp6uXB7vLDC65tXo+9sdUkd747GzsiWbBf5/YH/VRCnoGfipV1lLx00PS7/ddtdtRfiqj0fPmg8p3lMfplZIeqGWaz6pZ6jWxvUpqeLEL6zfau/Qyy6dGKUc/lQbOtYefoEgT+mksvd52vj1vYX39P4NA6EcpXY091Kz2v/93ol+qHlHvnfUMWFJmqfV6vVKLqPDTw2BLGuUyftrtKD+V9Lz+qgfJrdVjqxb1WL6p19hjk/6kbFQPzI7jAbvxytdPZS7q4bS1yY4hd43xU0sY7bFepu3XxseYnyo0sYdasR97oo0GCH3Im7Guqh2iV67fW5s8mQ0iHWPzC8fUUqpjqfjpYWg2m3IcV+12Ej+NpQPdGnBsf3qg7sEeq6HqLeahZrXj09JYOfqptlDtVkWDEqLU2EW+GuWnel4eZ3WDPdZPsILAQhnnrarxFRr9Vw8UsmQ+q9frXToUpVGJqo7S+YVB75h8Y2ba+/Zjai9TWUxxwU+nRj9Kh7vaQOrQyVej/NQMMR73lNeoceoZI7a/Qe7zm4daE7XnJSVH+pOeSZnysPLyU/0oZabJyagJE+oMNMpPVQvHJnjlfaNM+anloX/+S3puKpaln6P+JDPVh084LDAL7fUWtbt371rzKTf46XRsbm7qWHeVAZlG+ak9n0x8tPFW+KfsT83b8lA9SNb+kpqEEhy9d7xd5uKnsgxtmGw0itBejPQT9Hzqlblo2E/1jJX2NokvJSegFJpTe/cWTaaTNlSqJ5O2aEG0B/v6qQczNW08GZzjX4UrUeGnU2BzUDaw6E37+qlsVM4Se1zKKFP2Z3moFfv7mpGMeNSfTNn7qaxE6fbwnft0WMtHYsfJUean2hjbOQqB9qEe6Pn4NVYc6LhSEPVz9Ff9N+mnFtxBb/fbk2a7Cpm9RR9rc1axFHqZqd4Vf7XpRYZTUkldv3FBbaf00/346RR4m4NKathP1UrVzCRLTiW9IPZTS+vUwOy/ko0MqPlJ8ZPJHzvGak3WYlNPzlTyoGazGYXnfRqNhqXb+Uo7UKGJpX0YhyMpBUu7Tj/HXqBXJvf8wHDfn53XX9W96fV6l2I6/Jn2IcPa99uz0Ucf/6700/346aTot4x3k3ylpmL+aNJjIUNJth/9V0+q+UnyWXtl/FfJ3qjWGz+j5i171YfbW5JWO6zhD5ypksOmw+h5VwOph5asU6modmwyYy2idCiWfm4KP52I7e1tGY3DYdNYMvo4B5FUTiYTHJPlSmqZMla9Xq9J/SI9L9NMPmNpjhmlXjz8mUnJiJNePFNpw7SpiksUof3QX5PpeRGljbeZq1Q5X1Cpeyv3QCp+ejDKdFSnZJl55SIbAZB7pp73KYWj3W5HERqNXlPcwKn3kvvITLNchz9r3VpfVd2ws7MTRahc4KcHozZZ9DTnQClX1W8cX877kTLl1AVQRmF9oefCYryU74+vCQon/ZxTy4uNRqOUVT9+egD+K/2jS1WYfqPMtBBNVxsp6x9f6ScpQdVfMqnzrtVqpbyJP356ACsrK6Wv9OVQmY17Hl1j5vRHoQpD70p9DspRZa368dNxdDodJW5u5/QrKKU2Y+b0R6HXLy0tlWCuvzSyqr98c/346UjUCNV04wWbyIPOnT+hQzaK0DR0u123a4erKZvrf/XqVRShUoCfjqTVah2f/4AW6EcbnWv1ej0Kz/Q0Go2irF6oiFYvf6iAlilFxU/3p9/vq9Iv0Khi6WXTUJubm1GEpqfX6zEx5UqKRa1W29jYiCJUfPDT/Wk2myoPU+FHOUqppRLMKDyHRTWHh5NQUayvH6wtLi2W5iRU/HQfbI0UyakfWXI6+RqpUajsWFpaIkX1I0V2fuFYaVJU/HQflAcVZWV7RRQkOTV0xJOiupJS1Fptrhxrp/DTNCSn3hQqOTVs7RQpqh9ZitpqfRVFqMjgp2larRYjp64UMDk1SFG9yVLUEoyi4qfvwbS+QwVMTg1SVG+KR1GnciKH4KfvQXLqTerbVlZWovCEg4l+byrHRD9++g47IYol366k7q3b7UYRCocKkVqtNv42yyhLKUW1i6QUOkXFT9+hdqtiX3FNRRrlJTtbPwpPaJSi0ne60vUbF+r1+j//+c8oQgUEP32H6kpqQFdSOHSARuEJzfb2NmM7rvRicOPr2tbWVnFTVPw0otfrKTlVQpSKMcpLKhQUERXmUYRmwJkzZ5h7dKXVyx8W+qJT+GlEuz2483AquihH3Xt4NewyqWE6nQ7XRXUlu1P/zz//HEWoaOCnEcxEedO58ydmMROVZHd3VwUmC6f8yBZOFXdWCj8dsLm5qdKSduVHisUhrht9CFqtVrlvZlM4Xb9xYWVlpaCzUvjpADUqTth3JXmcghKFZ5aoKyX0rrR3nenazs5OEVNU/HSAUiGSFFeSxx3lUqdTwblS3lTckh8/jWb2uUmUH1mxH4Vn9lDye1NxS378dLCdzOy7ktxt2juYHgVKfm8qbsmPnw6W8XPTPVe68unZWc/sp2CW35sUkWfPnuGn7yiEn+7u7qrY507CrjTrZfzDKB1mYb8rNT47V8SF/VX3U1spxTn7fvT05a1ZXFBqPCzs96b7f7q6tLRYuCHUqvtpu91m7MyV1u+vKShReLJC6fD8wrG//yO9MSgv2bn8b9++LVaKWnU/bTQaDJ660sVLy5mtlEpy5swZ1ni4UhFXTVXdTxk89SZFJIPTooZpNpusmnKlxmfnWq0Wfhrh309t5SkTu36kDLFer0fhyZZOp8PVGl3p6wdr9TMFuxxqpf202+0en/8gFUWUozJeeZqEy6F609OXt2q1WrGuNVVpP2232xcvLaeiiHLUzTurOiKj8GSOWi9TUn5kd0Ap1uWlK+2nTEZ5k7q3sLcynYrf//73XFDclU4tLxbrpqeV9lMug+JNx+c/yHglfxJO5Pem1csfFmtKqtJ+OscNTjzJbnASxSYP1BioV1zp6wdrKiILNCVVXT9VXcnkviupb5v1DU7Go0OC8XRX2nhyrVhnSVXdT1PxQznq0Xdf5O6nTPG7kk3x46cDnPtpp9Oh8bjS+v01HY5ReHKCKX5XUvlYrCn+6vqpto3izpWc+Omb/+XiOI6En0bs2Sl+iiaVwpHLmftJGo0GU5SuNL9wrEAXQq2un7L41JvyXXxq4KfetHr5wz/+sTBLUCvtp9xw35Wc+CnXx3El/DQCP0VT6dz5E7n7qdoDR4UryU/b7bv4KX6KplO+i/kN/NSbirWkHz9Nxw/lJfwUDQs/jXDup4uLi9yCzZXwUzQs/DTCuZ+q9TKT60r4KRoWfhqBn6KphJ+iYeGnEc79lHrfm/BTNCz8NMK5nypItBxXwk/RsPDTCPwUTaWTpxd6vV4UnpzAT70JP43AT9FU8nB+VLvd5qhwJfw0Aj9FU4nz99Gw8NMI/37K9VBcietLoWFxvmmEcz/VtqkBp4KHclS+N4s2uMWpN3E9lIg9O8VP0aRa53rSaEj4acSenfr1006nc3z+g1TwUI7a6FxrNptReHKC+514E9eTjnDup9vcj8+ZVGg38r4f37nzJ1JbhfIV9zuJcO6nvV5Pfsr9ov1Isch3Sf/m5iZDQK5k9+N7+/YtfurdT4VaL5MPrqSI7O7uRuHJHDUGlny4kpqn/LQoi6VEpf20Xq/fe3g1FUKUo06eXshxCWqz2eR4cKX7f7q6tLSInw7w76csQfUmldudTicKT+awWMqbirWYX1TaT7V5jJe50vr9tVarFYUnc5jc96ZiLeYXlfbTbrfLFL8rbXSuraysROHJFib3HerU8uLjx4/x0wH+/dSm+F/8cDsVRZSXVG7nNSXV6XQ+//JCantQjnrzU7tYi6VEpf1UqPVyVWlXUkRymZJiMsqbbHL/559/jiJUBKrup0xJeZOKbh2UUXgyZGlpiUrFlb5+sFY/Uy/QZJSoup9qCxk1cyV1b9kPofZ6vcHJx0xGeVLjs3OtVqtAxb6oup/aWadvfuISGF600bmW/RAqg6cONb9wrFiTUaLqfirUeh9990Uqligv2VmnGV8ItdlsMozuSi9+uF2sM00N/HQwhEpu4konTy9kuQpVubCaLpfpc6XCnRll4KeDWk8NOBVOlKPUvS0uLkbhmT3KhRlD96YiDp4K/JRVqO706LsvFJHMVk2p3bJSypVs5WmBLnsag58OqNfrrJryIzUn+WlmJf/S0hKXbXQldaiFW3lq4KcD2u02Jb8rXfn0bDYlf7fbpdj3pus3LqysrBRu8FTgpwMo+b3JVk1lMMvPaVEOVcSVUgZ+GkHJ70rZlPz9fp+ZfW+yYn9nZwc/fY9i+Sklvzep5JelznRhf6fT0bekvhflq+IW+wI/jVCqotbLwn4/spJ/ppeXPnPmDBF3peLO7Bv46TsajQbZih+paR2f/6Ber0fhCc3m5iYViTdtPLlWq80VcWbfwE/fYZeXZumMH33+5QVFZEYLUdV9MhPlTR99/LsiLuOPwU/fY3Fxcf3+WirGKC+9+OG2/FTGF4UnHP1+f37hmFLg1DeiHGXn7BfrAtIp8NP30AarxqSZ+dG58ydkqbK/KEKBUBLERRu86fqNC/V6wS54mgI/fQ+bleJSQ35ks1JhF07ZMikGdlxJ4Sj0TJSBn6ZR02WawpUUjrApKsmpQ339YG1xafGXX36JglRM8NM0pKjetH5/LWCKuru7ywn73vTmp/b8wrGNjY1CJ6cCP90HUlRXsoVToVJUklOHKkdyKvDTfSBF9aZQKSojpw4VJ6dRkIoMfro/lqIy0e9EoVJUklOHKk1yKvDT/bEUlbWofmQparPZjCI0PXYTU5JTVypTcirw05Fo41mL6kcKhE30H/p0qUajQQfpTddvDO5tU47kVOCnI9nd3VWkKQ/9yNaiHu7u/Ha2Pr2jK9ma08ePH0dBKj746TjsjP6nL2+ljgOUl+x0KcUlitBkqGs8c+YME4zetHr5w3q9PpX7OAc/PQAVidwPw4/Ut8lPVTdMdV1UHeUXLy2nPgrlq73rRs9tbW1FQSoF+OkB2K1QGHfzo8/3Ljo1+dopiyDTUK5k01DNZrNMyanATw9Gv0INkrtLOZGaoq2dmnBiimkoh7q1vlqmaagY/HQiVlZWqPr9SKWi/HSSS013Oh1OdfOmpy9vlWwaKgY/nQirGblhnx/Z3aV0+EYR2o9+v68kiOlEV1J5cWp5UUVDySp9Az+dFGU6asA0TieKq351dVGEhlCjpQv0psZnZ9XJ7ezsREEqF/jpFKh9ssLfj6zqX1lZ2XeuX0c2QzTeZLeHevXqVRSk0oGfToGt8GfljR8p/ZSlttvtKEK/YeMzTCG6ksIxv3Cs1foqClIZwU+ng4FUb7IV/snlU+r26vU699pzJVV1H338OxUT5ZvTT4KfTo2dNMXJNk70/Y/f2EBqo9Gwwl/eSg3hTXae/tu3b60RlRX89DCoxVJO+pENpAqlPzqgGeP2pvt/ulqrzT179ixqP+UFPz0karpqt1iqE6m6l59aosoaDFey80pLc0W+8eCnh0SlpS3yJxVyIluRqtabeh7lqCrMQSXBTw+PLRfHUj1I7daSU4oGPzIzLf0cVBL89Ej0ej0sNXeZmardqoezcRjCkbsUgo8+PlEpMxX46VHBUvNVbKY2uc84jAeZmapdlPU8qFHgpwHAUvNSykwNwpGvYjMt/eqoYfDTMNCGs9e+ZmoQjrxUZTMV+GkwaMNZaoyZGoQje1XcTAV+GpK4Dau1pw41FFAbnWvjzdRQOOr1ul5JODLQ9z9+U3EzFfhpYOIpZtrwjGRL9ye834lNTxGOWUu7d35h0MNV2UwFfhoea8Nq85zjH1x286jhC0qNIbZUwjEjPfruCzPTSi2N2hf8dFbYOf5ciSqU3vzUPneom0Ubt2/f1nu56FRwqZeq1eaazSZmKvDTGWKX9L94aZkpkSNK5aQSzMXFxd7oq/EfiI51hUMZLuEIpes3BuXC3bt3o11cefDT2WIzVPICLtJxaK3fX1OjjS/HdxRev37NhGEQxbNPVbhq1OTgpzNHLiAvkCNw1+JppURS2b12XcADST0cw6lHlA2Y1uv1is8+DYOfZoTV/mRGk0uNVq6nRjvhffYnRz2cjW5T+08r7a5b66tzDJiOAD/NDsuMSFQPlBqtXXxPjfboNf4onj9/rnL15OkFhmImlFIBq/FLeev8IOCnWaN9YokqzXhf3Xt41aaeNjc3o102M/r9vg3F3LyzSqI6Rto5g1Hs2uAOCFW7xMlU4Kc5oETVmjH1ZlJKf2y0tN1uzy4tHebJkyckqmOk3XJqeUG7qCLX2D8K+GludLtdHaPKxSj/v//xG1uor/Qn+GjpJMSJ6pVPz2pjUptXWWlXND4bDLxo55CWTgJ+mifKwpSL6XhVclTN6WYrJK3AP9xC/YC8fv26Xq8rHNqkitcNcVy0Q169ehXtIDgI/DR/lBzZdHOlXDXppDpOsizwx6DN0MZY3VDZk6l0EJ78rcBnEn8q8FMvVMdVfTppEm1SBXs4yZxUP1w/nwL/EOCnvki6avmqznic1K2TJkn1cOUeAcBJg4CfekQtud1uy3R0fMuASjDvrOZqc/f1er3T6Th30iSxqyqhVg9XstmquFbASYOAn/pFptPtdu0UAKVI9x5eLVxjfvHDbfUH1lybzWYGS0pnhGKhg7lMPZx+QlwrbGxsqNuIfiocAfy0APR6PeUO1pjPnT/h31hlozfvrKoP0AZbQlqa5vr8+fO4hytiuqoN1mZbaPRDnj17VqBawT/4aZFQfpc0VnmWn0RJleOj775QyhPbaLvdVk8QbXq5sAEZW1xViB5Om6eN1KZqg3X8lDg0+YKfFhIZa9yexcVLy0o6svdW81DZujVU0Wg0lI1Wp60mezh1JK56OEkbE0dHG6lNLe6QSyHAT4uNEqVut6t2EnurGo+SRLPX4EmTCnkZqD78yqdnLQ8VKhtl7mqoVa4ct7e3tRNsKEDk1cNJ+lJ9tc3+CSsUcjnrrILgp+VBdqZmo33ebDZjexVyWLUu5SlqZtbIk4qXAcl8k8+bb0qyTr09dk+hJFQOrjyUVjpMxj2cRU0frq+IqwR9tTZAm8EsU8bgp2VGdbc5rJAJijiBmgR7i9xZbzf3pH1OxSQ93L2HV+M+TEqtctV/k3/Vi/UWvVFvj91T6MMtTBWvEnIHP606avAGExQZoP0sy7OmYd1V0mcPRC+2d6mE1yfoo/SB0UeDA/BTAEfsdW3vEf0BigB+CgAQBvwUACAM+CkAQBjwUwCAMOCnAABhwE8BAMKAnwIAhAE/BQAIA34KABAG/BQAIAz4KQBAGPBTAIAw4KcAAGHATwEAwoCfAgCEAT8FAAgDfgoAEAb8FAAgDPgpAEAY8FMAgDDgpwAAYcBPAQDCgJ8CAIQBPwUACAN+CgAQBvwUACAM+CkAQBjwUwCAMOCnAABhwE8BAMKAnwIAhGG2ftpoNPZMFQCg/HzyyScbGxsz8dPt7e3oSwAAqsHW1lbkgJMxqZ8CAMB48FMAgDDgpwAAYcBPAQDCgJ8CAIQBPwUACAN+CgAQBvwUACAM+CkAQBjwUwCAMOCnAABhwE8BAMKAnwIAhAE/BQAIA34KABAG/BQAIAz4KQBAGPBTAIAw4KcAAGHATwEAQvDrr/8PmqCcOTwMAuMAAAAASUVORK5CYII=)

**Example - 1: Using ^ operator**

1. a = {1,2,3,4,5,6}
2. b = {1,2,9,8,10}
3. c = a^b
4. **print**(c)

**Output:**

{3, 4, 5, 6, 8, 9, 10}

**Example - 2: Using symmetric\_difference() method**

1. a = {1,2,3,4,5,6}
2. b = {1,2,9,8,10}
3. c = a.symmetric\_difference(b)
4. **print**(c)

**Output:**

{3, 4, 5, 6, 8, 9, 10}

Set comparisons

Python allows us to use the comparison operators i.e., <, >, <=, >= , == with the sets by using which we can check whether a set is a subset, superset, or equivalent to other set. The boolean true or false is returned depending upon the items present inside the sets.

Consider the following example.

1. Days1 = {"Monday",  "Tuesday", "Wednesday", "Thursday"}
2. Days2 = {"Monday", "Tuesday"}
3. Days3 = {"Monday", "Tuesday", "Friday"}
5. #Days1 is the superset of Days2 hence it will print true.
6. **print** (Days1>Days2)
8. #prints false since Days1 is not the subset of Days2
9. **print** (Days1<Days2)
11. #prints false since Days2 and Days3 are not equivalent
12. **print** (Days2 == Days3)

**Output:**

True

False

False

FrozenSets

The frozen sets are the immutable form of the normal sets, i.e., the items of the frozen set cannot be changed and therefore it can be used as a key in the dictionary.

The elements of the frozen set cannot be changed after the creation. We cannot change or append the content of the frozen sets by using the methods like add() or remove().

The frozenset() method is used to create the frozenset object. The iterable sequence is passed into this method which is converted into the frozen set as a return type of the method.

Consider the following example to create the frozen set.

1. Frozenset = frozenset([1,2,3,4,5])
2. **print**(type(Frozenset))
3. **print**("\nprinting the content of frozen set...")
4. **for** i **in** Frozenset:
5. **print**(i);
6. Frozenset.add(6) #gives an error since we cannot change the content of Frozenset after creation

**Output:**

<class 'frozenset'>

printing the content of frozen set...

1

2

3

4

5

Traceback (most recent call last):

File "set.py", line 6, in <module>

Frozenset.add(6) #gives an error since we can change the content of Frozenset after creation

AttributeError: 'frozenset' object has no attribute 'add'

Frozenset for the dictionary

If we pass the dictionary as the sequence inside the frozenset() method, it will take only the keys from the dictionary and returns a frozenset that contains the key of the dictionary as its elements.

Consider the following example.

1. Dictionary = {"Name":"John", "Country":"USA", "ID":101}
2. **print**(type(Dictionary))
3. Frozenset = frozenset(Dictionary); #Frozenset will contain the keys of the dictionary
4. **print**(type(Frozenset))
5. **for** i **in** Frozenset:
6. **print**(i)

**Output:**

<class 'dict'>

<class 'frozenset'>

Name

Country

ID

Set Programming Example

**Example - 1:** Write a program to remove the given number from the set.

1. my\_set = {1,2,3,4,5,6,12,24}
2. n = int(input("Enter the number you want to remove"))
3. my\_set.discard(n)
4. **print**("After Removing:",my\_set)

**Output:**

Enter the number you want to remove:12

After Removing: {1, 2, 3, 4, 5, 6, 24}

**Example - 2:** Write a program to add multiple elements to the set.

1. set1 = set([1,2,4,"John","CS"])
2. set1.update(["Apple","Mango","Grapes"])
3. **print**(set1)

**Output:**

{1, 2, 4, 'Apple', 'John', 'CS', 'Mango', 'Grapes'}

**Example - 3:** Write a program to find the union between two set.

1. set1 = set(["Peter","Joseph", 65,59,96])
2. set2  = set(["Peter",1,2,"Joseph"])
3. set3 = set1.union(set2)
4. **print**(set3)

**Output:**

{96, 65, 2, 'Joseph', 1, 'Peter', 59}

**Example- 4:** Write a program to find the intersection between two sets.

1. set1 = {23,44,56,67,90,45,"Javatpoint"}
2. set2 = {13,23,56,76,"Sachin"}
3. set3 = set1.intersection(set2)
4. **print**(set3)

**Output:**

{56, 23}

**Example - 5:** Write the program to add element to the frozenset.

1. set1 = {23,44,56,67,90,45,"Javatpoint"}
2. set2 = {13,23,56,76,"Sachin"}
3. set3 = set1.intersection(set2)
4. **print**(set3)

**Output:**

TypeError: 'frozenset' object does not support item assignment

Above code raised an error because frozensets are immutable and can't be changed after creation.

**Example - 6:** Write the program to find the issuperset, issubset and superset.

1. set1 = set(["Peter","James","Camroon","Ricky","Donald"])
2. set2 = set(["Camroon","Washington","Peter"])
3. set3 = set(["Peter"])
5. issubset = set1 >= set2
6. **print**(issubset)
7. issuperset = set1 <= set2
8. **print**(issuperset)
9. issubset = set3 <= set2
10. **print**(issubset)
11. issuperset = set2 >= set3
12. **print**(issuperset)

**Output:**

False

False

True

True

Python Built-in set methods

Python contains the following methods to be used with the sets.

|  |  |  |
| --- | --- | --- |
| **SN** | **Method** | **Description** |
| 1 | [add(item)](https://www.javatpoint.com/python-set-add-method) | It adds an item to the set. It has no effect if the item is already present in the set. |
| 2 | clear() | It deletes all the items from the set. |
| 3 | copy() | It returns a shallow copy of the set. |
| 4 | difference\_update(....) | It modifies this set by removing all the items that are also present in the specified sets. |
| 5 | [discard(item)](https://www.javatpoint.com/python-set-discard-method) | It removes the specified item from the set. |
| 6 | intersection() | It returns a new set that contains only the common elements of both the sets. (all the sets if more than two are specified). |
| 7 | intersection\_update(....) | It removes the items from the original set that are not present in both the sets (all the sets if more than one are specified). |
| 8 | Isdisjoint(....) | Return True if two sets have a null intersection. |
| 9 | Issubset(....) | Report whether another set contains this set. |
| 10 | Issuperset(....) | Report whether this set contains another set. |
| 11 | [pop()](https://www.javatpoint.com/python-set-pop-method) | Remove and return an arbitrary set element that is the last element of the set. Raises KeyError if the set is empty. |
| 12 | [remove(item)](https://www.javatpoint.com/python-set-remove-method) | Remove an element from a set; it must be a member. If the element is not a member, raise a KeyError. |
| 13 | symmetric\_difference(....) | Remove an element from a set; it must be a member. If the element is not a member, raise a KeyError. |
| 14 | symmetric\_difference\_update(....) | Update a set with the symmetric difference of itself and another. |
| 15 | union(....) | Return the union of sets as a new set. (i.e. all elements that are in either set.) |
| 16 | update() | Update a set with the union of itself and others. |